[Pipenv: A Guide to the New Python Packaging Tool – Real Python](https://realpython.com/pipenv-guide/)

Pipenv là một công cụ "Đóng gói" dành cho Python, giải quyết một số vấn đề thường gặp liên quan đến quy trình làm việc đặc trưng sử dụng pip, virtualenv, và requirements.txt.

Ngoài việc giải quyết một số vấn đề thường gặp, nó hợp nhất và đơn giản hoá quy trình phát triển với một câu lệnh duy nhất.

Hướng dẫn này sẽ đi qua các vấn đề mà Pipenv giải quyết và làm cách nào để quản lý các gói package, thư viện với Pipenv. Ngoài ra, nó sẽ bao gồm cách Pipenv phù hợp với các phương pháp trước đó.

**Problems that Pipenv Solves**

Để hiểu được lợi ích của PIPENV, điều quan trọng là phải đi qua các phương pháp hiện tại để quản lý package và dependency củaPython.

Hãy bắt đầu với một tình huống điển hình của việc xử lý các gói của bên thứ ba. Sau đó, chúng tôi sẽ xây dựng theo cách của chúng tôi để triển khai một ứng dụng Python hoàn chỉnh.

**Dependency Management with requirements.txt**

Hãy tưởng tượng bạn đang làm việc trên một dự án Python sử dụng package của bên thứ ba như Flask. Bạn sẽ cần chỉ định yêu cầu đó để các nhà phát triển và hệ thống tự động khác có thể chạy ứng dụng của bạn.

Vì vậy, bạn quyết định đưa phụ thuộc bình vào file requirements.txt: flask

Tuyệt vời, mọi thứ hoạt động tốt trên máy của bạn và sau khi hack trên ứng dụng của bạn một lúc, bạn quyết định chuyển nó vào sản xuất. Đây là lúc mọi thứ bắt đầu có một chút đáng sợ…

File requirements.txt không chỉ định phiên bản của flask để sử dụng. Trong trường hợp này, Pip Install -r requirements.txt sẽ mặc định cài đặt phiên bản mới nhất. Điều này ổn trừ khi có giao diện hoặc thay đổi trong phiên bản mới nhất phá vỡ ứng dụng của bạn.

Giả sử một phiên bản mới của Flask đã được phát hành. Tuy nhiên, nó không tương thích ngược với phiên bản bạn đã sử dụng trong quá trình phát triển.

Bạn biết rằng phiên bản của Flask bạn đã sử dụng trong quá trình phát triển hoạt động tốt. Vì vậy, để sửa chữa mọi thứ, bạn cố gắng cụ thể hơn một chút trong file requirements.txt của mình. Bạn thêm một phiên bản xác định vào flask. Điều này cũng được gọi là ghim một dependency: flask==0.12.1

Pinning the flask dependency to a specific version ensures that a pip install -r requirements.txt sets up the exact version of flask you used during development. But does it really?

Hãy nhớ rằng bản thân Flask cũng có dependency (PIP tự động cài đặt). Tuy nhiên, bản thân Flask không chỉ định các phiên bản chính xác cho các phụ thuộc của nó. Ví dụ: nó cho phép bất kỳ phiên bản nào của Werkzeug> = 0,14.

Một lần nữa, giả sử một phiên bản mới của Werkzeug đã được phát hành, nó gây ra một lỗi về hiển thị cho ứng dụng của bạn. Lần này, khi bạn thực hiện install -r requirements.txt, bạn sẽ nhận được Flask==0.12.1 vì bạn đã ghim yêu cầu đó. Tuy nhiên, thật không may, bạn sẽ nhận được phiên bản mới nhất của Werkzeug. Một lần nữa, your product breaks in production.

Vấn đề thực sự ở đây là bản dựng không xác định. Ý tôi là, được đưa ra cùng một đầu vào (tệp requirements.txt), PIP không phải lúc nào cũng tạo ra cùng một môi trường. Hiện tại, bạn không thể dễ dàng sao chép môi trường chính xác mà bạn có trên máy phát triển trong sản xuất.

Chạy pip freeze sẽ tạo ra một loạt các dependency mà bạn có thể add vào requirements.txt:

click==6.7

Flask==0.12.1

itsdangerous==0.24

Jinja2==2.10

MarkupSafe==1.0

Werkzeug==0.14.1

Với những dependency này, bạn có thể đảm bảo các package được cài trong môi trường sản xuất của bạn khớp với môi trường phát triển, app của bạn sẽ ko bất ngờ bị break. Nhưng phương pháp này thật ko may lại dẫn tới một loạt các vấn đề mới.

Bây giờ bạn đã chỉ định các phiên bản chính xác của mỗi gói của bên thứ ba, bạn có trách nhiệm giữ các phiên bản này được cập nhật, kể cả dependency của Flask. Điều gì sẽ xảy ra nếu có một lỗi bảo mật được phát hiện trong werkzeug == 0.14.1 rằng các nhà bảo trì package ngay lập tức sửa nó trong werkzeug==0.14.2? Bạn thực sự cần cập nhật lên werkzeug==0.14.2 để tránh mọi vấn đề bảo mật phát sinh từ Werkzeug.

Đầu tiên, bạn cần lưu ý rằng có một vấn đề với phiên bản bạn có. Sau đó, bạn cần có được phiên bản mới trong môi trường sản xuất của mình trước khi ai đó khai thác lỗ hổng bảo mật. Vì vậy, bạn phải thay đổi requirements.txt theo cách thủ công để chỉ định phiên bản mới werkzeug == 0.14.2. Như bạn có thể thấy trong tình huống này, trách nhiệm cập nhật với các bản cập nhật cần thiết thuộc về bạn.

Sự thật là bạn thực sự không quan tâm đến phiên bản Werkzeug nào được cài đặt miễn là nó không phá vỡ hoạt động của chương trình. Trên thực tế, bạn có thể muốn phiên bản mới nhất đảm bảo rằng bạn có các bug fixes, các bản vá bảo mật, tính năng mới, tối ưu hóa hơn, v.v.

Câu hỏi thực sự là: "**Làm thế nào để bạn cho phép các bản dựng xác định cho dự án Python của bạn mà không có trách nhiệm cập nhật các phiên bản sub-dependencies?**"

**Development of Projects with Different Dependencies**

Hãy nói một chút về một vấn đề phổ biến khác phát sinh khi bạn đang làm việc trên nhiều dự án. Hãy tưởng tượng rằng Projecta cần django==1.9, nhưng ProjectB cần django==1.10.

Theo mặc định, Python cố gắng lưu trữ tất cả các gói của bên thứ ba của bạn ở một vị trí toàn hệ thống. Điều này có nghĩa là mỗi khi bạn muốn chuyển đổi giữa ProjectA và ProjectB, bạn phải đảm bảo phiên bản phù hợp của Django được cài đặt. Điều này làm cho việc chuyển đổi giữa các dự án phiền phức vì bạn phải gỡ cài đặt và cài đặt lại các gói để đáp ứng các yêu cầu cho mỗi dự án.

Giải pháp tiêu chuẩn là sử dụng một môi trường ảo có lưu trữ gói bên thứ ba và thực thi Python của riêng mình. Bằng cách đó, ProjectA và ProjectB được phân tách hoàn toàn. Bây giờ bạn có thể dễ dàng chuyển đổi giữa các dự án vì chúng không chia sẻ cùng một vị trí lưu trữ gói. PackageA có thể có bất kỳ phiên bản django nào mà nó cần trong môi trường riêng của nó và PackageB có thể có những gì nó cần hoàn toàn riêng biệt. Một công cụ rất phổ biến cho điều này là VirtualEnv (hoặc VENV trong Python 3).

Pipenv có trình quản lý môi trường ảo tích hợp để bạn có một công cụ duy nhất để quản lý gói của mình.

**Dependency Resolution**

Giả sử bạn có 2 packageA và packageB trong file requiements.txt. packageA có một sub-dependency là packageC>=1.0. Phía bên kia, packageB có cùng một sub-dependency nhưng yêu cầu packageC <=2.0.

Lý tưởng nhất là khi bạn cố gắng cài đặt packageA và packageB, công cụ cài đặt sẽ xem xét các yêu cầu cho packageC (là> = 1.0 và <= 2.0) và chọn một phiên bản đáp ứng các yêu cầu đó. Bạn sẽ hy vọng rằng công cụ sẽ giải quyết các phụ thuộc để chương trình của bạn hoạt động tốt. This is what I mean by “dependency resolution.”

Thật không may, bản thân PIP chưa có giải pháp thực sự tại thời điểm này, nhưng có một vấn đề mở để hỗ trợ nó. Cách PIP sẽ xử lý kịch bản trên như sau:

1. Nó cài đặt packageA và tìm một version cho packageC đáp ứng yêu cầu đầu tiên: packageC>=1.0
2. Pip sau đó cài đặt phiên bản mới nhất của packageC để đáp ứng yêu cầu packageC<=2.0. Giả sử phiên bản mới nhất của packageC là 3.1

Đây là lúc rắc rối tiềm ẩn bắt đầu. Nếu version packageC được chọn bởi pip ko phù hợp với các yêu cầu sau đó (VD packageC<=2.0), cài đặt sẽ Fail.

"Giải pháp" cho vấn đề này là chỉ định phạm vi cần thiết cho sub-dependency (packageC) trong file requirements.txt. Bằng cách đó, PIP có thể giải quyết xung đột này và cài đặt gói đáp ứng các yêu cầu đó:

packageC>=1.0,<=2.0

packageA

packageB

Giống như trước, nếu như packageA thay đổi yêu cầu về sub-dependency mà bạn ko biết, yêu cầu đầu tiên của bạn cho packageC có thể ko còn được chấp nhận và việc cài đặt có thể lại thất bại. Một lần nữa, bạn lại phải có trách nhiệm cập nhật các sub-dependencies.

Lý tưởng nhất, có một công cụ cài đặt đủ thông minh để cài đặt các gói đáp ứng tất cả các yêu cầu mà không cần bạn chỉ định rõ ràng các phiên bản sub-deependency.

**Pipenv Introduction**

Bây giờ chúng ta hãy xem Pipenv giải quyết công việc này như thế nào.

$ pip install pipenv

Một khi bạn đã cài nó, bạn có thể quên pip vì về cơ bản, Pipenv hoạt động như một sự thay thế. Nó cũng đưa ra 2 file mới. **Pipfile** (thay thế cho requirements.txt) và Pipfile.lock (cho phép xây dựng bản dựng xác định).

Pipenv sử dụng pip và virtualenv nhưng đơn giản hoá việc sử dụng với một câu lệnh duy nhất.

**Example Usage**

Hãy bắt đầu lại với việc tạo ứng dụng Python tuyệt vời của bạn. Đầu tiên, sinh ra một shell trong một virtualenv (hay một project) để cô lập sự phát triển của ứng dụng này:

$ pipenv shell

Điều này sẽ tạo ra một virtual environment nếu nó chưa tồn tại. Pipenv tạo tất cả các môi trường ảo của bạn ở một vị trí mặc định. Nếu bạn muốn thay đổi hành vi mặc định này của Pipenv, there are some [environmental variables for configuration](https://docs.pipenv.org/advanced/#configuration-with-environment-variables).

Bạn có thể buộc tạo ra môi trường Python 2 hoặc 3 với các đối số -two và --three tương ứng. Nếu không, Pipenv sẽ sử dụng bất kỳ virtualenv mặc định nào tìm thấy.

*Sidenote: Nếu bạn yêu cầu một phiên bản Python cụ thể hơn, bạn có thể cung cấp đối số - -python với phiên bản bạn yêu cầu. Ví dụ: - -Python 3.6*

Bây giờ bạn có thể cài đặt gói bên thứ 3 bạn cần, Flask. Ồ, nhưng bạn biết rằng bạn cần phiên bản 0.12.1 chứ không phải phiên bản mới nhất, vì vậy hãy tiếp tục và cụ thể: **pipenv install flask==0.12.1**. Bạn sẽ thấy như thế này trong terminal của mình:

![Shell 
Adding to Pipfile's [packages] ... 
Pipfile.lock not found, creating... ](data:image/png;base64,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)

If you want to install something directly from a version control system (VCS), you can! You specify the locations similarly to how you’d do so with pip. For example, to install the requests library from version control, do the following:

$ pipenv install -e git+https://github.com/requests/requests.git#egg=requests

Note the -e argument above to make the installation editable. Currently, this is required for Pipenv to do sub-dependency resolution.

Giả sử bạn cũng có một số thử nghiệm đơn vị cho ứng dụng tuyệt vời này và bạn muốn sử dụng pytest để chạy chúng. Bạn không cần pytest trong sản xuất, bạn có thể chỉ định rằng gói này chỉ dành cho phát triển với argument **--dev**:

$ pipenv install pytest --dev

Cung cấp "--dev" ​​sẽ đặt dependency vào một vị trí [dev-packages] đặc biệt trong Pipfile. Các gói phát triển này chỉ được cài đặt nếu bạn chỉ định tham số **--dev** với **pipenv install**.

Các phần dependency chỉ cần cho phát triển tách biệt với các các dependency cần thiết cho based code hoạt động. Thông thường, điều này sẽ được thực hiện với các tệp bổ sung như dev-requirements.txt hoặc test-rquirements.txt. Bây giờ, mọi thứ được hợp nhất trong một Pipfile duy nhất theo các phần khác nhau.

Được rồi, giả sử rằng bạn đã có mọi thứ làm việc trong môi trường phát triển local của mình và bạn đã sẵn sàng để đẩy nó vào sản xuất. Để làm điều đó, bạn cần khóa môi trường của mình để bạn có thể đảm bảo bạn có cùng một sản phẩm trong sản xuất:

$ pipenv lock

Điều này sẽ create/update pipfile.lock của bạn, mà bạn sẽ không bao giờ cần (và không bao giờ có ý định) chỉnh sửa thủ công. Bạn phải luôn luôn sử dụng tệp được tạo.

Bây giờ, một khi bạn nhận được code và pipfile.lock trong môi trường sản xuất của mình, bạn nên cài đặt môi trường ổn định cuối cùng được ghi lại:

$ pipenv install --ignore-pipfile

Lock file cho phép các bản dựng xác định bằng cách chụp lại tất cả các phiên bản của các gói trong môi trường (tương tự như kết quả của việc pip freeze).

Bây giờ hãy nói rằng một nhà phát triển khác muốn thực hiện một số bổ sung cho code của bạn. Trong tình huống này, họ sẽ nhận được code, bao gồm cả Pipfile và sử dụng lệnh này:

$ pipenv install --dev

Điều này cài đặt tất cả các dependencies cần thiết để phát triển, bao gồm cả các dependencies thông thường và những dependencies bạn đã chỉ định với than số --dev trong quá trình cài đặt.

*Khi một phiên bản cụ thể không được chỉ định trong Pipfile, lệnh install cho phép các dependencies (và sub-dependencies) cập nhật phiên bản mới nhất.*

Đây là một lưu ý quan trọng bởi vì nó giải quyết một số vấn đề trước đây chúng ta đã thảo luận. Để chứng minh, giả sử một phiên bản mới của một trong những dependency của bạn đc phát hành. Bởi vì bạn không cần một phiên bản cụ thể của dependency này, bạn không chỉ định phiên bản chính xác trong Pipfile. Khi bạn pipenv install, phiên bản mới của dependency sẽ được cài đặt trong môi trường phát triển của bạn.

Bây giờ bạn thực hiện các thay đổi đối với code và chạy một số thử nghiệm để xác minh mọi thứ vẫn đang hoạt động như mong đợi. . Giống như trước đây, bạn có thể sao chép môi trường mới này trong sản xuất với lock file.

Như bạn có thể thấy từ kịch bản này, bạn không còn phải buộc các phiên bản chính xác mà bạn không thực sự cần để đảm bảo môi trường phát triển và sản xuất của bạn là như nhau. Bạn cũng không cần phải luôn cập nhật sub-dependencies mà bạn "không quan tâm." Quy trình công việc này với Pipenv, kết hợp với thử nghiệm tuyệt vời của bạn, khắc phục các vấn đề thực hiện thủ công tất cả các quản lý dependency của bạn.

**Pipenv’s Dependency Resolution Approach**

**The Pipfile**

**The Pipfile.lock**

**Pipenv Extra Features**

**Package Distribution**

**Yes, I need to distribute my code as a package**

**I don’t need to distribute my code as a package**

**I already have a requirements.txt. How do I convert to a Pipfile?**

Nếu bạn chạy pipenv install, nó sẽ tự động phát hiện requirements.txt và chuyển đổi nó thành Pipfile, output sẽ như sau:

requirements.txt found, instead of Pipfile! Converting…

Warning: Your Pipfile now contains pinned versions, if your requirements.txt did.

We recommend updating your Pipfile to specify the "\*" version, instead.

Nếu bạn đã ghim các phiên bản chính xác trong requirements.txt, có lẽ bạn sẽ muốn thay đổi Pipfile của mình để chỉ định các phiên bản chính xác mà bạn thực sự yêu cầu. Điều này sẽ cho phép bạn đạt được những lợi ích thực sự của việc chuyển đổi. Ví dụ: giả sử bạn có có cái này nhưng không cần phiên bản chính xác đó của Numpy:

[packages]

numpy="==1.14.1"

Nếu bạn không có bất kỳ yêu cầu phiên bản cụ thể nào cho các dependencies của mình, bạn có thể sử dụng ký tự đại diện \* để nói với PipenV rằng bất kỳ phiên bản nào có thể được cài đặt:

[packages]

numpy="\*"

Nếu bạn cảm thấy lo lắng về việc cho phép bất kỳ phiên bản nào với \*, thì đó thường là đặt cược an toàn để chỉ định >= phiên bản bạn đã sử dụng và vẫn có thể tận dụng các phiên bản mới:

[packages]

numpy=">=1.14.1"

Tất nhiên, cập nhật các bản phát hành mới cũng có nghĩa là bạn có trách nhiệm đảm bảo code của bạn vẫn hoạt động như mong đợi khi các package thay đổi. Điều này có nghĩa là một bộ thử nghiệm là điều cần thiết cho toàn bộ luồng pipenv này nếu bạn muốn đảm bảo các bản phát hành chức năng của your code.

Bạn cho phép các gói cập nhật, chạy thử nghiệm của bạn, đảm bảo tất cả chúng đều vượt qua, khóa môi trường của bạn và sau đó bạn có thể nghỉ ngơi dễ dàng khi biết rằng bạn chưa giới thiệu các breaking change. Nếu mọi thứ bị phá vỡ vì sự phụ thuộc, you’ve got some regression tests to write and potentially some more restrictions on versions of dependencies.

Ví dụ: nếu Numpy==1.15 được cài đặt sau khi chạy pipenv install và nó sẽ phá vỡ code của bạn, mà bạn hy vọng sẽ nhận thấy trong quá trình phát triển hoặc trong các thử nghiệm của mình, bạn có một vài lựa chọn:

1. Cập nhật code của bạn để hoạt động với phiên bản mới của package.

Nếu khả năng tương thích ngược với các phiên bản trước của dependency là không thể, bạn cũng sẽ cần phải chỉ định phiên bản cần thiết của mình trong Pipfile:

[packages]

numpy=">=1.15"

1. Hạn chế phiên bản của dependency trong Pipfile là < phiên bản vừa làm hỏng code của bạn:

[packages]

numpy=">=1.14.1, <1.15"

Lựa chọn 1 được ưu tiên vì nó đảm bảo rằng mã của bạn đang sử dụng các gói dependency mới nhất. Tuy nhiên, lựa chọn 2 mất ít thời gian hơn và không yêu cầu thay đổi code, chỉ hạn chế các dependency.

Ngoài ra, bạn có thể đi theo cách khác và tạo các tệp yêu cầu từ Pipfile:

$ pipenv lock -r > requirements.txt  
$ pipenv lock -r -d > dev-requirements.txt

**What’s next?**

**Is Pipenv worth checking out?**

**References, further reading, interesting discussions, and so forth**